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1 Working Title
Implementing a WebGPU Backend for Futhark

2 Background
Futhark [4] [5] [3] is a data-parallel array programming language developed primarily at DIKU. It
is a pure functional language designed to be embedded into other programs to handle particularly
compute-heavy parts. The ahead-of-time compiler is capable of performing various optimization
and then generating code with one of multiple backends. The different backends allow targeting a
variety of hardware and systems. For example, there is a C backend to compile Futhark for running
on CPUs. There are also several GPU backends, targeting APIs such as CUDA and OpenCL.

WebGPU [6] is a new standard being developed as the successor of WebGL. Both APIs allow
websites to utilize GPU hardware via the browser. While WebGL is heavily based on OpenGL and
focused on graphics acceleration, WebGPU more closely follows more modern APIs like Vulkan
in its design and explicitly supports general-purpose compute on GPUs (GPGPU). WebGPU de-
scribes an API for interacting GPUs that is implemented by web browsers in JavaScript, but
there also exist native implementations of the API, such as Dawn [2] and wgpu [7]. When using
WebGPU, the code run on the GPU itself (known as shaders) is written in WGSL, the WebGPU
Shading Language[1], a relatively simple imperative programming language with C-like syntax.

3 Problem Statement
The objective of the project is to implement a new Futhark compiler backend targeting WebGPU,
allowing Futhark programs to run in a web browser with GPU acceleration. This work is split into
two main components:

• A kernel code generator targeting WGSL. With the existing GPU backends such as CUDA
and OpenCL, the GPU-side code is effectively written in C generated by the compiler. WGSL
is sufficiently different that a separate code generator will be required.

• A CPU-side WebGPU backend. The CPU side sets up all the required resources and dis-
patches and coordinates the GPU-side kernels. This will need to be implemented for the new
target API.

Neither WebGPU nor WGSL are fully mature yet, and do not have all the features exposed by
for example CUDA. Part of the project will be to evaluate the current limitations and investigate
potential workarounds. A potential outcome is that, within the scope of this thesis, only a subset
of valid Futhark programs will be supported on the WebGPU backend.

More generally, the project will also include an investigation of how suitable WebGPU is as a
compilation target for data-parallel languages.
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4 Learning Objectives
• Explaining how to translate low level GPU programs from one paradigm to another, in the

context of code generation.

• Evaluating the suitability of WebGPU and WGSL as a compilation target for high level
programming languages.

• Knowledge of how to systematically performance- and correctness-test compiler backends.

• The competence to work around restrictions or limitations in a target programming model,
by devising appropriate semantically equivalent formulations.
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